![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAD9AKMDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9QvHP/BS7RvgZ+2B4s+BXxo0fy/C9j9hGk65ptu8k1nJJaQSyC4jBJliJlYho13psxsk35T6o0LXdG8T6TbeIPDmrW19ZXkKzWt1Z3CyxTxsMq6spIZSOQQcGvxu/bw8a/wDCf/th/ELXm037L5PiCTT/ACfO8zd9jRbTzM4GN/kb9uPl3YycZNr9kv8Abb+LX7JWrtF4XePUvD97dJLqvh2+ZvKcggNJEw5hmKDbuAYH5d6PtQD9QxPAbxmS0cXgtKnJFyi3o3ZXafRv7m+x8xRzp0sTOnV1jzOz6pX/ABR+y+eMbKRQM5avM/2cP2o/hL+1N4Qbxf8ADDV5C1rMI9S0u9RY7yzY52iSMMwwwGVZSytggHKsB6YBnvX5lWo1sPWlSqpxkt01Zo+kp1I1YKUXdMfRRRUFhRRRQAUUUUAFFFFABRRRQAUUUUAFBoqrrOs6T4e0m41zXdRhs7O0t3murq6lEccMaqWZ2ZiAqgAkkkAAc0K70Qbasnbpllr5q/bS/wCCjXw3/ZitrzwR4YEWveOvsu620tMtbWLtwr3TqeOMv5KnzGAAPliRZK+ff2z/APgrLqfihbn4b/st3c1jp0kUkOoeKpYjFcTZbA+yAkNCu3J8xgJCWG0RlQzfDrlnbcx+Y5Le5zyfx/H65NfpnDPANbGRWJzBOMd1HZv17L8fQ+dx+dRhenQ1ffp8u5+4vwL8ca38Q/gn4P8AH+veSt9rnhew1C8WH5UEs1ukj7Rg4XcxxyeMc0Vw37BPjs+Of2O/h/rX9lm38jQV07y/P3bvsjtaeZnA+/5O/GON2MnGSV8DisPKjiqkElpJr7melTxXuK76I/K79qgP/wANP/EcSKQf+E81fqO322XH6VwnXjFew/8ABQPwfpngX9srx/oekyzyRzawuoM1wwZhLdwR3cg4A+UPOwXjIUKCSck+PCv6WyGUamTYecVo4R/JHw+Mjy4qcezf5m38OviV47+Eni618cfDnxPd6TqllIGhubWTbu5B2MDlXQ4G5GBUjgggkV+mX7FH/BTDwN+0BDb+BPi3PYeHPGct0ILWFd6Wep7s7fJZy3lyZG0xs5LNt2ltxVfyyoSSSJ1likZWU7lZTgg+tebxDwrgOIKN5Llmvhkt/n3X9JnRgcwxGDldO66p7f8AAZ+/AIIyopSWPWvzd/Yn/wCCq+s+BVt/hl+0ze32sabJcqll4qeTzLmzVjgi4zlpowSDvyZFGRhxt2/orpWqabren2+s6Pfw3dpdQrLb3VtKHjmjYZVlYZDAggggkEcivwPOMjzDI8R7LEx32a2l6P8Apo+0weNoYynzQevVdUaFFGaK8k7AooooAKKKKACg9KKD05oAjC/7NDAY4pxIK4r5r/bT/wCCh3gH9lVW8GaDYrr3jG5t2kh02OYCGwyPkkuWHIBPIjUbmUZJQMrHpwOBxeZYlUMPFyk+i/r72zKviKeHp883ZHqXx9/aR+Ef7NfhQeLvir4nWzEyyf2fp8SmS5vpFXcY4o+pPQEnCKWXcyg5r8sP2tv26vi9+1lqy2etT/2N4atpGNj4d0+ZxG/zErJcEn9/IAFGSAoxlFUlifOvir8YPiZ8b/Fcvjj4p+L7zWNSkyqvdSfJBHuLeXEg+WOMFiQqAKM/U1zWTX7nwxwPhsn5cRirSq7+UfTu/M+OzDNq2KvGnpH8/UWj8KKM46fzxX3z0jc8Vbn6xf8ABNK33/sS+CWlDbtuo9+39o3WP0orsP2GPB2l+B/2Qfh7oul3MzxT+GbfUGa4xuEl2DdyD5QAFDzMFHUKACSQSSv5ezDEc+PqyXWUvzPtKdD92tOiPIf+Cin/AATq1j9oXWm+NnwaubWLxNb6b5GpaLNGkMerCMMY3WUAYuMHysyEoyiIFohGS35o6npupaJql1outafcWl7Z3Dw3dndQtHJDIh2tG6sAVZSCCpAIIwa/X+1/bl+Gdh+1lrH7JvjS3bRtStJLWPQ9VuLgG21Kaa2hm8gnA8mUmXainKyFcBg7IjZX7af/AAT++Hf7U2g3XiHw9a2Wh+OI/wB5Z6/HDtS8ZUCiG6CjMiFVVQ/Lx7VK5UNG32fDHF2LyGMMJmEX7KSTi7axT1T81r6rbyMMwy2jjuarQfvJtNd2vyZ+R/NBrqPjJ8GPiH8BfH138N/idoDWOpWuGXDboriJs7JonHDxtg89QQysFZWUcuK/a8PiKGKoxq0pJxkrprVNPqj5SUJU5OMlZoDn0r3T9i39u3x9+yNrM2mC2k1rwpfS79Q0F5gpjk/57wEj5JCOCPuuAM8gMPC6K5Mxy3B5phZUMTBST7/muzXkXRxFXD1FOm7NH7lfBb40/D749+A7P4kfDfWVvNPvU5VsCW3kA+aGRc/I6nqMnsRkEE9d71+HvwA/aA+I/wCzX8Q7b4j/AA41UwzR/JfWcuTBfwZy0Mq5+YH16qcEYIr9Wv2Rf21fhl+1t4dmuPDAbTdc08D+1dBvJFM0QOMSIQf3kRJwG4IPULkZ/A+JuD8ZkdR1IXlS79V2Uv8APZn2mW5rSxkVGekvwfoe2UUUV8eeuFB6UZoPK0ARjP8AeolZY03ytwBWP408a+F/h34YvfGvjTX7fTdL06AzXl5dSbUjUdfqewAySSAAScV+YP7dH/BR/wAR/tKwv8Nvhpb3WjeDlkzdea2251Uhvl80KTsiGMiPPzHBboAvuZDw9mGfYjkoL3V8Unsl+r8jhxuPoYGneT16Lqz2T9ur/gqamjNqnwW/Zru/MvFzbah4yhlBSE8iRLX+84+752cKd2zJ2uPz5mllnkaeaRmkdiXdmJLE9yT3P40m444NL0r+gch4dy/IcMoUVeT+KT3b/TySPisXja2Mqc0vkui/4IUGgUE4r3m4x1ZxK/QK+h/2K/8Agnj4/wD2rBH41128fQPBMd0I5NV8sGfUNrfvEtVOV4xsMrZVWOAshSRV9d/YW/4JYatrd9p/xc/ad0hYdL8lbjS/CErFZrhm5Vrwf8s1Aw3kg7mJAkChWjf65/aN/aV+Dn7GHwrttS1uCGHbCLTw34Z0uNI5LnYoUJFGMBIo127mwFRdoGWZEb8q4k42qVqn9n5T703pzLVa9F/nsj6LL8pjGPtsT7q3ttf+ux6Zoui6N4d0e10DQ9PhsrKxt0gs7O1i8uKCJFCrGirgKoAACgAAACisj4R+Pn+KHwq8NfEo6aLH/hIdBtNS+xed5n2fz4Vl8vdtXdt3YzgZx0FFfjc6dSM2pXvfXXqfURqQ5VY/Kf8A4KdhT+3P46G3/lpp/wD6bbWvRv2F/wDgp9rnwYtNL+D3xxWbUvCsUy29jrisz3OjwYwEZQCZ4EO3AGHjTcF3hUjHB/8ABU7RNW0n9tzxZe6natHHqVvp91YszD97CLOGHdx0HmRSLzz8v0r56+lf0Ngcly7POFcNSrxT9yNn1TsldPun/wAE+JrYrEYPMJyi7e8/R69T9o/jJ8CP2fP20/hvbt4gjsdas5IpG0LxJo9yjSWzN8pkgnTII3KMr8yMUAYHbivyz/ak/Y3+L/7J+vLbeOdPW80W7uXi0fxFZj9xdADIDDJMUhHPlt6NtLhS1XP2TP22fi5+yfrZj8M3g1Dw3d3iy6t4bvG/dTcYZ4mwTDKV43qCDtXerhVA/TrwF8UP2av28vhNf6Zpklr4g0e4jji1rRdRgMdxZuyhlWRDhkcEHbIhK7kYo525HxEJZ9wDi7SvUw0n93/yMtfR/l63+y51Tuvdmvx/zX5H4x80fWvqH9t7/gm/44/Z61O++IHws0671rwKEM8kgbfc6SP4klH3niHUSgHC5D427n+Xe3Wv1fKc4wWc4dVsPK9/vT7NdH/SPncRha2FqONRWf5+gvatLwZ428X/AA78R2/i7wH4lvNJ1O1bNvfWNw0cieoyCMg9xyCODxWaPaiu+tSp4im4VI3T0afVGEZSpyvE/VP9hb/got4O/aI0ux+HnxLvodL8cIvleXtKwargf6yMjhGPeMnr93I4H1KNu3cxr8Cbe5uLO4jvLO4eGaGQPDLExVkYHIYEcgg9DX6K/sJf8FQ9F8W2mmfB79ozVvsuveYtrpviSbH2e/7Is7Z/dynpuPyuepB6/iPF3BEsvvi8Cm6e7j1j5+a/I+vyvN/bWpVnr0ff/gn3AemVrh/jp+0N8Kv2cfB7eMfip4oj0+FmZLO3X55ruQDPlxIOWP5AZ5IHNc5+1T+2L8Jf2TvDcOoeOtQkudUvo2/sjQbEBri6I/iPaOMHgu3HpuPFfk3+0P8AtD/EP9pf4i3HxD+IOobmbMen6fG5+z2EGeIox2Hqx5Y8mvE4W4TxWfVued40lu7b+S/z6HVmWaU8HHlhrJ/h6nUftb/tn/E/9qzxfPc61qFxp3hmKbOk+Gobg+TCoztkkxjzJTnlj0zhcCvH6KK/oHAZfhcrw0aOHgoxXb9fN92fF1q9SvNzqO7YYoFIQT1/Ku1+Bn7PPxa/aP8AFv8Awh3wo8LSX00ZRr26kby7eyjZsb5ZDwo68AFjtO0MRitMVisPg6Lq1pKMVq23Zf8ABJhTnVmoQV2zm/Bng3xT8Q/FVj4H8FaHcalq2pXAhsbG1Qs8rHJx6YGCSxwFUFiQBmv0q/YZ/wCCZXhb4MWlp8S/jxpdnrHjBZknsrNiJLXR9vKYH3ZJgcMZDkKQoToXb0j9lv8AYv8Agv8AsZeDpPEcs1vca6umlvEHi7UmVNqKN8m3cdsEIxnHUhVLs20EfMv7bf8AwVav9dkk+Gv7KGvSQWL27Jqni5YGjmmLLgpahwGiCgnMuAxbGzaFDt+SZlnuccY4p4HK4uNL7UttPN9F5bs+kw+Cw2V01XxLvLpH+t2e3ftrf8FJ/An7Ni/8IN8NksfE3i9/MS4tVus22k7QRm4KcmTd/wAsAVbAYsyfJv8Ay/8AH/j7xj8UfGWoeP8Ax/4gm1TWNUm828vLhhl26AAcBVUYVVACqoUAAACskuzHezlix+YtnJ/z+P501sYyx49q+4yDhXL+H8O5L3qjWsmtfRdkeTjMwrYyeui6L+t2ftp+yR/yat8Nf+xD0j/0jioq1+zTpGoeGv2dPAfh3X7WS3vrHwbplveQZ/1cqWsasvy8cEEcUV/POLnH61U1+0/zPuKKl7GPovyPFP8Agoz+wbJ+0/pEPxM+HMzQ+NtDsfs9vazXG231W1V2k+znd8sUoZnMcmQpLlZPlKyRfl94u8H+KvAHia88G+NtAutL1SxkCXljfQmOSIkBhkHsVIYEcMCCCQQa/VTXP+Ci3gD4aftX+Iv2bfjJaf2Va2uo2UWh+JIsfZUSexhmIvCz5ixK5USqCm2Rd4jEbSNuftj/ALDXwz/a90aDUbm6/sfxNp8ezTfENpbrIzx5J8iZcjzYsksOQyNkqwDOr/f8M8TY/htU8Pj4P2M0pRe9k7NNPqtdVuvwPDx+X0cdzVKL95Npru1+T8z8fz0xXTfCT4z/ABO+BHi6Pxx8J/Ftxo+pLGYpJIdrLNESMxujhldCQDgjggN1AIk+NHwX+IX7P/xCvPhn8TdFNnqNod0bLlobqEkhJ4nIG+NsHBwCCGVgrKyjlSeM1+yxeBzbBX0nTmvJppny/wC8w9Tqmvk0z9aP2Of+Cgfwu/awsI/AviC3j0jxh9jzeaLcEeRe4B3vbMSd64+Yxt8yjP3lUvXhP7d3/BLmy0vTbr4v/sw6JMBC7z6z4TWTKrH1MtoD90LyTDkjb9zGAjfCFne3mm3kWoadeTW9xA4eC4gkKPGwOQwI5BB7ivrDwb/wV3+M+gfBub4b+KvBVh4h1cWbWtr4lvdQkjcxldoaeIKfOcA/eDoTjJy2WP5viOE84yHMliclleEmuaLdtPO7Sa/FHtxzLD4zD+zxS1W0lv8A8BnyYc5xik4PSgDA4FYn7Sf7RXgv9k7wdH4f8MyQ6t8WdVgWeOORS1v4Ot2GUmmU8TXrqQ0cTApEpWRwxKKf0LMMyjgaMW1eb0UVu3+iXVnjUaPtpWW3V9jY+LXjP4Tfsz6RHqXx+1e9/tm7s47vRfAugyQnUr2Juj3EjFl02MjkNLG8jDBSF1yw+fPFX/BTX4nx3+74L/C3wT4PtY8oGvdBh8QXdxH289tVWeAOP71vBbg/3ccV86alqmp63qdxrWtX895eXczz3V1dTM8s0rNuZ3ZiSzMSSSSSSc5JqHHGK+TxSr4ynKWJm5f3U2opdrdfnfU9ajTp0WuVfPr/AMD5H6Uf8FbP2/f2ifh5+0P4T8D29x4X1Tw+vwy8P3smj6t4J06QNJPaLJMq3CQpd26M3O2CaML0XaK8r+EP7bHwF+Ld3/wj/wAT/D6fDXXJyfsWpafdS3WgzyFsJDIs7Nc2C+s7TXKEn5hEgLjJ/wCC2Bx+1X4Wx/0R3wv/AOkK18gH0rycgpzp5ZTnRk4PXVaX16rZ/NHRioxqVmpq/wDXfc/SrxZ4S8QeCdYbQvEliIZ/LWVGjuEmhmjYZSWKWNmjljYEFXRmVhyCRWaemcV83fsWfte6B8LrmP4PfH+G8vvh/ezN9mvrXL3nhe4kPN3bpn97CTzLbHhvmdMSZ3/TuuaQujX/ANmg1CC+tZY1n0/UbWQSQ3ls43RTxspKsjqQwYEj3r7nLM1liZewrq00r6bS81r06q+h42IwsqfvR1j+Xqeu/sa/sXeOv2tvGnkWZk03wrp84Gva9wTH0PkxA/emYHj+FR8zZ4Vv0usNL/Zr/wCCe3wLmuITDoeh2sm6aeVvNutSumHAyfmmlbGAo4VV42opx+dP7GP/AAUA8S/se+HNZ8KWXw4s9es9WuhdqZNSa1kgm8sJkkI6umFHyhVOc/N0Fea/Hv8AaE+KH7SHjm48efE3X2uJJGIs9PjZha2EfaKFCTsA9eWbqxJJNfIZzw/xBxHnLp4iXJhYvSzWq9L7+b26Ho4TGYPA4W9NXm+r6fP/ACPUP2z/APgoT8SP2n9VvPCvhu7utE8CsyCDRflEt5sbIluWHJJOD5QYxrtXhmXefnjk0YwOlBPb+hr7rLstwOS4VUcPFRit31b831PJrYitianNJ3/roL0FfVP7CX/BN3xf8e9asfiV8YtIvNH8CxrHdQRSExXGu5wyJGPvpARy03BZSoiOWMkXo/7C3/BLEajbaX8Zv2l9PdI2dbnTfBNzAPnXqjXmfX732fHQKJCcvFX0z+1p+298Jv2RNHt7PX45dU8QX8Dvpfh7TWXzNoVsSzEn9zEXATfhmJJKI+xwv5zxJxhiMdV/s3KLyctHJL71H9X9x7OBy2nTj9YxTslrZ6feezeVGBtRyoXgLvYdPxormvgf431T4mfBfwj8RtegtY77XvDNjqN5HaxlY0lmt0kYIGZmCgscAknHUk0V+O1OanUcZLVOz1Pro1ouKaPyu/4KeZb9ufx0Nv8Ay007/wBNtrW1+xX/AMFHPH/7MfleBfGVvceIvBslwp+ySTlrrTF6ObZmO3bj5vJbClh8rIWYti/8FOif+G5/HSn/AJ6ad/6bbWvBSe1f0XluU4HOeFcNRxME04R9VotU90z4CtiK2Fx85QdnzP8AM/Znx38Pv2Z/29vhBva60zxFptxCRp+uabKputMmZVbKvjdDIuULROB2V1Iytfl/+1T+xn8XP2Tdfjg8a2cd5ot9cyR6P4gslPkXGMkK45MMhX5thJz820sFJGb+zV+1V8Wf2VvF83in4Z6jC0N5D5epaPqCM9peqM7S6qykMuSVZWBXJHKsyt9Dftl/8FNvhx+0n+zpJ8KPDHw91ux1XVJrSTUpNQki+z2vlOsrCN0YtL86bRlY8qdxwflPzGWZTxJwtnEKFD95h5yV7/ZT3b7NLXTR+p6OIxWBzDCuc/dqRX3+XmfGZ6c0H1pO9XdBtNCmuptQ8Wa0NN0bTbOa/wBa1Dyy5trSFC8sgT7zsFHCqCxPRWPB/T8ViKeFw8qlR2SV36I8GEZTmorqYfxm+K+k/sv/AAk/4WJ4h0O4m8SeJ7O4g+G8RUbEuI2VZdRkWSNkeKHeNqHmSUqNpVXZfz91bVtV13VbjXNb1C4u729uHnvLy6laSWeV2LPI7MSWYkkkkkknOSa6/wDaI+OOtftCfFS++Iuq6YunwNHFa6TpENw0kOnWcS7Y4ULYA7u5UIrSySOETeVHEHpXxUZVMRWder8T6fyrov8AO27Pbp040ockf+HY6igUUVf4b9GXH4j6+/4LY/8AJ1fhf/sjvhf/ANIFr4/I5r7A/wCC2P8AydX4X/7I74X/APSBa+QCcHNeXkP/ACKaXz/Nm+J/jP5foLjIwa+qP+Cfnx70/VI1/ZO8fkMusXu/wHrN1eqkelXzZLWbbyMQXLYACn5ZyDtPmuy/K+PakZQwKkV6lSm5WnF2kndPqmv617o5/i92Wx+jdzaz2dzJZ3cW2aKRkkUnJVgeR/kkU38azfgp8XI/2lvgXb/Eq9vvM8WeHJIdK8cx/Z0iWUlWFnfLhiZGmjjYSHg+bFIdqqVzo819ZluOWOw/O7X2kl0f9aryPFr0XRqcv3ehp+C/Bfir4jeKtP8AA3gjQrjUtW1O4EFjY26ZaVzk9+AoGWLHACgsxABNfpf+wp/wTW8MfAa0j+JHxs0/T9a8YPIJLOEr5tro6ggrs3DDz9GMuPlPCY+Zn+IP2GP2lfD37K3xzj+JXinw7falp82kz2FxHprJ50YdkcOquQr/ADRgbSy8NkHIwfUf2yP+CpXjP466XefDb4O6dc+HfCt9bLFfXF0qrqN6CD5kZZJGSKFshSqlmcKcuFdo6+J4qo8TZtj1l+EXLRaTc9vVN9vJbnqZfLA4ej7aprK+i7Huf7bX/BVDQfhhLN8NP2b7/T9c1p7ci88SRzLNZ6azD5RFjKzygHcckohChg53on5x6/r+veK9YuvEXifWbvUtRvJC91fX1w0s00ncs7kkn361U5PFIenBr6LIeGsv4fwrVNXm1703v/w3l95x4zHYjHVLy0XRdP8Agn7bfsjuR+yt8NQR/wAyHpH/AKRxUU39kkZ/ZX+GpH/Qh6R/6RxUV/OOM5vrdT/E/wA2fdUf4MfRfkfP/wDwUs/YE8ZftE6na/Gf4PTR3PiKw09LK+0O4ljhW8gV3dJI5GwFmUyMCHbaybcFSmJPzR1HTtS0bUZ9F1iwuLS9s7hobu1uomjlhlRirxujAFWVgQVIBBGDX76Dy88ivn/9sL/gn98Kf2rNNOsQpD4c8WRzK8fiWy09ZHuVCqpiuUynnrtVQpLBkKrtbaWR/uuEeOKmUxjhMZrSWia3ivNdV+K6X2PHzTJ1iJOrS+Lquj/yZ+Q+aOo5rsvjh+z98WP2dPF0ng34q+FJrGYSyCyvFUta36LjMkEuAHXBUngMu4B1VuK43Br9wwuJw2NoqrQkpReqad0/mj5OpTqU5OMlZoQ9Oa83/wCCh3juf4W/Bjw38CtMuWj1TxvAviDxMvkurJp0crJZW+WReHmjlmZQWAMMBBGSD614T0T/AISPxFZ6S9zBBFLMPtE93MYoYoxyzyPg7FC5y3b1r4J/aN+Llx8dvjh4k+K0hmW31TUmOlwXMaCS3sI1EVpA2z5S0dvHEhbksUJJYkk/P55WlWxFPDLp7z+Xwr79fl5ndgaejm/RfqcZR+FFFeedwUUUVnV/hv0HH4j6+/4LY/8AJ1fhf/sjvhf/ANIFr4/Iwa+wP+C2P/J1fhf/ALI74X/9IFr4/PPSvLyH/kU0/n+bN8T/ABn8v0HUHpRRXsHOep/scfG+w+BXxxstb8UXHl+G9at5NG8VttJ2WE7LmX5UeQ+TIkVxtjAd/I8sEB2r7T8VeHdQ8I+I73wvqsW24sbhopF+U9D14JAz1xk1+bOM8Zr76+AnjWT4sfsu+EPG91JJ9s0MyeFdS82NUDNZxxtbmJUzlBaS2yszEMZEkJGMMdctrfVcyX8tTT/t5ap/mvuObFU/aUebqtTeoozU2n6ff6xqEGkaVZTXN1dTLDbW1vEZJJZGOFRVGSzEkAADJNfYylGMbydkeRZvREP1r6C/Yw/4J9fE39qjUbLxbq0Eui+BftLrea6xVZrpYz88VqpzvJb5PNI8tCH5dkMZ9w/Yi/4JSXV6+m/F79p20aJY3M9p4GmhB39PLe7bJGOpNuB/c3tjfFX33oui6V4d0u30HQdNt7OytIEhtLS1hEccMSjCoqgAKoHAUDgV+S8VcfRipYTLnfo5dP8At3/PbsfTZbks5WqVtF26/MS102OztY7Sz/dxRRqkaR4CqoGAAMcCir20f3qK/H+ao9XI+l9hTHfhQcAcCig9KDU4z4xfBL4ZfHnwdJ4H+K/hW31bT3kEkaTMyvBIM4kR0KsjDJG4MDgkdCQfy/8A2x/+CdHxQ/Zenm8XaA03iTwfJPJ5epW8BM+np1VbpAMAY480fISOQhKqf1vYkjNRzwW13A0FzEkiOCrKy5BHpjvX0OQ8TZjkNa9J3g94vZ+a7PzX3M8/G5bh8dH3tH0a3PwB+IWt3vg39nH4oePLCOOaS18Hvp/2eZSVePUJ4tOkbIIwyJcs69QSoBGK/PHtwK/er/grD/wTr8E2fwM8ReHv2aLBNN8QfEj7Pp2m+F5Jwlnc3kF5HqOyF5GPkPItq8McQHll5I1BiUE1+DmsaPq3h/Vrrw/r2lXNjfWFzJb31jeW7QzW8yMVeKRGAKMrAgqQCCCCM1+nZdnFHPK1TExum7JJ7pJL71dvW54MsLUwseR9OxBQTiig816pIdByM17z/wAE0f2MrL9vP9rnQf2etZ8VS6Npt1b3F7q15a484WsC7nWEsrKJDkAblK+teDZGMmuz/Z7/AGgviz+y38XNI+N/wT8VzaT4g0ebfb3EfzRzIfvwyr0kidflZDkEehAI48dTxFTBzhRdpNOz7M0oyjGonLbqfqr/AMHDP/BNn4ZeBvgxpv7Zvhbx3rx1jQ4dH8LXGkah5Eltc2ccRhhkUoiPHKAu5iS6sTgKlfjtnPSvq/8Abm/4LL/tift+fDy3+FHxZi8J6L4aju47m40nwro0sK3c6ElJJJLmaaT5cnAR0B7g18o/hXn8PYXG4PAKlidWm7Wd7J9NjbGVKM6nNBdAoPSgcCg17hyiEdxX1L/wTO1+7vIviZ8NAIktbjw1a688xUtJ5lldLAkQ5A2suoSMTg4Ma4xk5+WiTjivtv8A4Ie/syr8ev2g9TTxjq11ovhrVNFl0O31aOEFrq/MtvdG1hDfeYQQyMzcrFviLj50V+PHYijhaHtpu3K077u6d9F1KjCVV8keuh7R8F/gh8S/j/41tvAPwv8ADk19eTSKJptp8izQnmWZ8ERoACc9yMKCxCn9QP2Mv+Cdvw0/ZfsbTxT4jjh1/wAbAMZNckjYR2m4Y8q3QkhQFyDIRvbLchW2D1r4J/AX4Wfs8+Do/BHwn8LQ6ZYrK0szb2kknkOMySSOSzsRgckgABRgAAdrGCeSa/PeJONMdnUnRpXhS7dZetvy2PVy/KaeFtKfvS/Beg8YxxRRRXxJ7IUUUUAFFFFABRjjpRQc44oA+K/+C2LOvwP8JOhKsvi4FWU8g/ZZ+a/L/wCN37O/hH9tHVV1PxR450zwr4+js/KtfFmpW4Wz1rZGFittRdMGOQbVVL3azBfklDKEeL9PP+C2O7/hR3hMH/obf/bWevzaPTFftnA+W0sdw7rpJSlaStdbd+ndM+PzatOjj212Wnc/P3x34E8X/DHxdfeA/Hugz6Xq2mzeXeWdxglTjIYMpKujKQyupKOrKykqQTk546V+jfjrQvAXx68D6f8ACX47Wksuk6fI39i+I9Os4m1XQdx+byXbb58BPLWsjhCclDE+JB8c/tJfsgfFL9m6SDxFq0EeteDdWvpbfw34000E2eobOdjqTvtbgLy1vKA4wxXemHb06irYOt7LEqz6NbS/yfWz/FamdOpGtG8fmuq/4HmeViiiitTQKKKD0oAPYUNyOan0vS9U13U7bRNE0y4vL28uEgs7O1haSWeVm2rGiqCWZmIAUAkk4FfYvwQ/YJ8NfBNv+Es/aq0yS88aWd0r6b8Og0UtnZ4GRJqrqTvbJBFnH6ATMPngOMqrU1Tgm5PZLd+vZebsg5uWN27I8x/ZR/YkT41+Hbj4ufF/xtJ4U8G24xpa29sJtR8STq4VrezQkCKMYZXvJN0cbDaEmZWjH6Ff8E8Lmwi/bD+Gfh3w7odtpGi6Pcz22i6NZ7vKsoPss52qWO52ZiXeRiXkdmdiWYk+P+LvGHiPx1rsviPxRqJuLqRVXcsaRRxoo2pHHHGqpGiqAqogCqBgACvWv+CdX/J6/gH/ALCE/wD6STVtmWUyw+R4iviNZ8krLpHTpote7evotDmo4r2mLhGOiuvn6n7JUUUV/PZ9yFFFFABRRRQAUUUUAFB6UUHpQB8U/wDBbD/kh3hP/sbv/bWavzZr9Jv+C2H/ACQ/wl/2Nv8A7azV+bNfvvhv/wAk/wD9vS/Q+Hzz/fn6IO1XvD+vW2kiaw1vwtpPiDR75Fj1bw7r1n9osr+MHIWSMEEFT8yyKVdGAZWVgDVHPajjFfb4jC0cVTdOqrp7pnlQnKnK8XZng/7Q37AQOnSfEf8AZRGqeILZ5JptX8AR6fLPqegwjnfGy7jf2wG7MgCyxKB5iEAzH5fyfSv0e0nWdY0HUYdZ0LU7izu7aQSW11azGOSNh0ZWXkH0Irjfjp+yr8L/ANp0R6x4Oh0PwJ8QHkkl1LV7y7mi0nxE55/fIFdbK4J6SxhYJGYmQRkmU/K4zAYjLbzjedP75R9erXnv3vuepRxMauktH+D/AMj4TPTrXc/Af9nH4uftI+IrrQPhd4Za7j0u2W51zVbiYQ2WlWpbb59xM+FjXPQcs5G1FdsKfYfg/wD8E1PiKdWl1f8Aa3i1f4a+HoY5Gsre408NqmuyIQPLtIWIAib/AJ/HPk4IKecfkP0M9x4c0vw7Z+CPAXgjS/Dfh/T8fZdL0i1Cea4Xb9ouJT+8urgjAaaUlscLtUBRzYWFfM5Ww1rdZbpem3M/Tbq+hrWrRofFv26/8Axfg78I/hT+zFo9xp3wvEfiHxBdL/pnj/WNFSG7gGCGh09DJJ9jjIZlMoPnygnJjU+UNDryT/FmndeKMYr63A5fh8DC0NZPdvd+v6LZdjyatapWleX3dENJOf8AgNe2f8E6f+T1/AP/AGEJ/wD0knrxM9f+A17Z/wAE6v8Ak9fwD/2EJ/8A0knrg4k/5EOJ/wAD/I0wP+9Q9UfslRRRX8wH6MFFFFABRRRQAUUUUAFB6UUHpQB8U/8ABbD/AJIf4S/7G3/21mr82a/Sb/gth/yQ/wAJf9jb/wC2s1fmzX774b/8k/8A9vS/Q+Jzz/fn6IKDRQTxX354odeDX1x/wTs/4J5XPxzvrf4zfGHTmj8H282/T9NkQq2sSKep5GIAep/jPA4ya8z/AGFf2RdV/av+K8el6ra3kHhbSiJdf1K3Xbx/Dbqx4Dv9CQMn3H68eEfCnhnwF4bs/B/hHSINO0vTbdYLOzt12pGijgD+pPJJJOSa/LeO+LJYSLwGElabXvNdE+nk+/kfRZNlvtpe2qrRbLuz55/bs/4J++Ff2j/CK+JPhzY2ek+MtHsxHp8kcflw3sKD5baUDgYHCP8Aw9Pu9Pyt8S+Gte8G6/eeFvFGlT2Wo2Fw0F5Z3EZV4nXqrZH/ANbHTiv3rYhk4618Pf8ABUT9hmw8V6BeftH/AAn8OTf25Zjf4k0+xh3fbYR1udg581R94jO5eSOCa+c4F4rnl+IWCxMv3cno39lvz7P8zuzjLFUp+2prVbruv8z86aKM0V+66S1R8eB6V7V/wTq/5PX8A/8AYQn/APSSevFT0r2r/gnV/wAnr+Af+whP/wCkk9eFxL/yIMR/gf5HVgf96h6o/ZKiiiv5gP0YKKKKACiiigAooooAKD0ooPSgD4p/4LYf8kP8Jf8AY2/+2s1fmyTgZr9Jv+C2H/JD/CX/AGNv/trNX5s1+++G/wDyT/8A29L9D4nPP9+fohODWh4V8L63438S6f4R8NafJdahqV0ltaW8MRdnkZsAADk+vHOM1n85zX2n/wAEfP2bovF/jzUPj94p0bzLHw+32fQ2uLc7XvGHMiFkKsUXupDKzKa+k4izeGTZTUxD+K1ku7ex5+Dw8sViYwX9Lqfa37JX7O2jfsxfBrTPhxp6Qy36p52tahCrD7VdN95vmJOB90DgYGcDJFepEFeaaGbGCaUEYxmv5ixGIq4mtKrUd3Jtt+bP0OnTjTpqMVoh9R3VvDeW0lpcxLJHIhWRGXIYEYINSUN0rMs/IT/gor+ync/s2fGubUNEstvhnxI8l3o/lwybLZt3z25ZsgspOR8xJUg4XpXz9071+xf7en7O1p+0Z+z5q2h22mLNrmkwtf6DMId0izIuTGu1Wf51G3aoyx25r8dZYZ7aVre5gaKWNiskcqkOrDggggcg8dK/oLgTPpZtlfsarvOnZPu10f6M+FzjB/VcRePwy1+fVCHpXtX/AATq/wCT1/AP/YQn/wDSSevFT0r2r/gnV/yev4B/7CE//pJPXucSf8iHEf4GceB/3qHqj9kqKKK/mE/RgooooAKKKKACiiigAoPSig9KAPin/gth/wAkP8Jf9jb/AO2s1fmzX6Tf8FsP+SH+Ev8Asbf/AG1mr82TX774b/8AJP8A/b0v0Pic9/35+iJbGyuNU1C30y1wZrmZYoQzYG5jgc/U1+2H7L3wX0r4A/BHQPhtpVjHDLaWaPqTDy90t04BlZmRVDnd8obGSqrnOM1+aX/BL34QSfFP9q3SdTuFk+x+F0Oq3TQzqpVkOIshgdwMhUEAA4PUYr9cIxhulfI+Jma+2xtPBQekFd+r6fJfmelw/h+WnKq/RfqSUUUV+YH0gUHpRQelAEZCMGG6vyH/AOCl3wJsfgf+03ff2BYx2uk+IoRqmn28flqsZckSqqxqAiCQHCkZxzk5r9eNmFyrV8l/8FefhA3jv9nO3+IVgsjXPhLUBPIqzKiC3lwkjMCMsQ3l4AIIyetfV8FZo8rzym2/dn7r+ez+88vOMP8AWMG7brU/Lo5OR7V7X/wTq/5PX8A/9hCf/wBJJ68Uz/Kva/8AgnQf+M1PAP8A2Erj/wBJJ6/dOJP+RDiP8D/I+OwP+9Q9UfslRRRX8wH6KFFFFABRRRQAUUUUAFFFFAHxR/wWxOPgf4SJ/wChs/8AbWavza71+k3/AAWyH/FjfCYH/Q3f+2s1fm7p9nPqd/Bplu6rJczLFGz9AzNgZ4PH4V+9eHdRU+G5Tl0lL9D4nPLyx1l2R+mH/BHT4QN4Q+BuofFC/spFuvFGokW7TQr/AMesPCsjfe2sxbIPGUFfYij58V5b4Zl+HP7Fn7KFtf8AxC13TdD8P+BvC32nXdQutREdvF5cZkncS3DKAGfeRvKj5gPl6DxH/gj7/wAFYtK/4K3fCnxd8YfDn7OPiXwJpPhvxXJpWlXmsXH2i21qDBZJoZhGg80KF86EBhE0iDzHyDX4tnGNlmOZVcQ/tSdvTp+Fj67B0fYYWMF0Wvr1/E+xKKDyMYrn/EXxG+HvgrXtF8MeL/Hui6TqXiK6e18P6fqWqQwT6nOq7mit43YNM4X5iqZIXk8V5x0HQUVyfxX+M3wf+AnhNvH3xy+K3hvwXoCXCQSa34s123060WVz8iedcOibmwcDdk9gaxvgj+1T+zf+0pNqa/s7fHDw346t9GaNdT1Hwjq0epWcEjjcsZubctD5m3nyw5YDkgCgD0U9K5/4i+DdL+IfgTWPAusAfZtW06a0lYxK23ehXcA3GRncM9xWf8Gvjd8Iv2g/BafEj4JfEXSfFGhyXc9p/aWk3ayxpcQyGOaF+6SI6lWRgGUjkCtrS/FnhfXNb1Lw1o3iXT7zUdFkji1mxtbxJJrF5IxLGkyKd0RaNldQ4BKsGGQc1UZypyUl01E0pKzPwt8deEtU8BeM9U8E61ZTW11pV/LazQ3A+dGRiMEDj8q9V/4J0Hd+2p4BH/USn/8ASWaup/4Kq/CSH4Z/tV32t2MVvHa+KrNNViiimd28wkpM7h+FLSKzAKSACMbelcv/AME6Mf8ADa3gL/sIT/8ApJPX9D4jHRzLgqWI70399tT4SnSdHM1B7qX6n7JUUUV/Ox94FFFFABRRRQAUUUUAFB5GKKRm2rmgD4q/4LYf8kM8J/8AY2/+2s9fHf7APw0tPip+1p4Q8OX725tre+N/cxXNqJknS3UymIqTj5tuMnIHXBr7D/4LXtn4HeE8H/mbP/bWeuE/4In/AA9e48R+M/ilNPIq21nb6ZDC1v8ALJ5j+aXD56r5YG0A8OCT6/q2T476h4f16ierbS8uayufL4qj7fOoxXlf0Wp8+/8ABQn9rH/gqp8Bv+Cj2seJfiv/AMEULj9pX4Q6X5bfBaLw3pl1qS6PNEsZk1PdbwX0dtevI7J5k9rFOEj2wOkZl82vpH/B4T8PPhZ4quPBf7eP/BMf4y/CfVo4PMttLs5or66kG7ALw6hHprIvDfMA3K49SP0Q/by/ae8Vfs96t8IfCXgq31oX3jr4pWNhqV1peix3kVtotsr3mqPcZDNFF9jhl/eopZTjlPvDQ/4J9/tKn9oj9ibw7+054x8dWt7Z61JrF6viCeFLOFtOi1O8jt5WG1FjUW0cWSwU4GW5ya/KT6g+JfhT/wAHa/7E/wAeNVn0D4H/ALEH7VXjK+tYxLdWXhP4aabqM0UZbaGdLfVGIBbAyR14rjf2xf2+vCn7UPxc+Ff7RVt/wRf/AOCiF144+DviF9X8EaHd/DCTSNC1C6dCmy/VpLyNUwf9fHAJlHG/Zla+xfA37bng/wAf/wDBQ68jsviLJp/w20v4BprcOpaxqctjpt1JcaxHEl4YroRKh2rsjnORJHKpQlHUthftGfFHx2v/AAXW/Zv+Cyazjwy3wp8Ya22n/Zo+b4LHAJfM27/9WSu3dt74zzQB5P4i/ab/AOCnn7YujaDa/HT/AINgPCviDRZp99i3xO+PnhqdNNWUhJJntLvTXuIflHzKIS5UcK3AP0B+1J/wvz4T/wDBMfxF8K/g/wDs9/Cvwp8R9a0Obwt8O/hh4c8SRz+H5rq6DRpZ281zbaXHkwGdxG0cSAp/EMg8z8GviF8RfFX/AAXn+NXgzxBqUk/hvwp8CfDcWgR/Yo0jtHubuSadfNVAzszANh2YgfdwK4j/AILG/wDBRb9mP9ib9rH4Dn42i41rVtPsNe1vw34OhiaNdS1KSOG001vtEuLW3YTtKvnzOohUu56gMAeC/sqfC7/god/wS6/Y6m/YA1K58EXnxS+K/iqSf4P/AAz+Elxdsvh7TZIkbUrm81K4iWSwtI5mLS3TPcSruMdq4kaNofqbx1+yR/wUO/Z2+FXwg+Hf/BPrx34Pg1TVPiZb6v8AtJ+NvE26fUtagcrJeTxPdpOGEu2SI/L5ygweWUHmMuh4O+MXhD/gn58JdQ/bM/4KafHDw7efFT4l7WsdD8LkXLmLhrTwx4dt8mfUNhlQZj/100rTOEDFhyv7K3jz4ofBf9rrxt4u/aH+JGoeBfD3i3QdQ+KHi3TPiHq1k7aXp93d/YdK064mLMmnGxgszvSK4miL3BQMBGuQDpf+C0vwyttV+Ffhv4rxyW8dxpGrGxmX7LmSeOZCyjzMjAQxsdpBBLnoevyV/wAE6j/xmp4BH/USuP8A0lmr9Mf2qdD8PfH39kLxVD4R8TW19p+qeG2v9M1TS2S6juUjAuEMbK211fYACCeGyM9K/M//AIJ1qyftreAlZGDLqVwPmyCP9En9elfq3DOO9twZjMO38CdvRq/+Z8xmFHkzanNfat96P2Sooor8pPpwooooAKKKKACiiigAoPSig9KAPi//AILR6bql78AvDd5Z6bcTRWvipGupYoWZYVa3mQFyB8oLMq84GSB1wK9I/wCCZvwl1j4Qfsp6Ta+IEmW81y4k1aa1mjC/Z1lChEGCcgoivzg/PggYr6CcA8kUD5VyK9eWcVqmSwy9RSipOTd9XdWXTocccJGOKde/S1v1Pgn/AIK4/tf/AAL+CP7Rfwb+Fvj6bxFL4s1PTfE1x4L8OaD4UudSuPEt5daZLpMVhbeQCEuPNvklzLsiEccmZA21W8t/4Jw/8G9Pif4Yfs4/8M7/APBTf9ovWvjN4H02/tbzwV8KbfxFqNr4d0VlCTs00MUqG7ZbgyKsEjPbKoMgjLyHZ+p2AeooPSvIOw/Ln/gt9+wP+y1qPwS+ImueLfid4k0XxZ8VNB8P+CPg/wCC/h/phmvJ7iwd5INHs9PFwkNzBNJ5bSgLAIYoctKqA1u+I/iP4W/ZC+G3w1/Y68JeOtc8eftkax8FrLwVpOg6fILq+0mylZJJ9RvjbSxW9nBaHcwnaaMuIE8suTmv0j+zwtcLceWvmbceZt+YD0zU2BnOKAPyL/4Lffs0aB8MP2TdN/ZK8EeP/Hlv4l/aAuNM0We+8HaG99NrWo6Np4EGnpYQNF8moSOzzyXFz5cRVpW34wfOf+CuPi3xR+y/+2D+y9pPjT/glX4d/aSvPEPwQj8F6R4U8X6SLqC28QJIp8uCVobi1aRAC0isjHyhvEkSguf26ooA+Mf+CW3/AARt/ZB/4J66Bpvxa8KfAHQ9M+L2r+H1h8ZeJrW4uZdssrGWaC1imnmis4wxCFbYIrrGvVQAOJ/4Kr/Bz4ZfFVvix4V+OOpXGnv8UvhHbfD/AOGPhuxnhk1bxfrMFxNqif2fDC0szRpPNDHNviQRrG8jssX7yv0EoPSgDwP/AIJofs2eM/2Rv2AvhX+zT8Rr+G417wj4Ns9P1prbUJbmEXCxjzEieQK2xTwBtAAGAAMV8W/s9/BHxX8IP+Co+meArjT7y4XS9cvLlbr7LjfZtbzeXcMFLBFbeg5PBYDgmv1KJOCc01cE5Ir18rzitllGvTirqrHletree3Q5cTg44mUJN/C7kynIzRRRXkHUFFFFABRRRQB//9k=)

دانشگاه آزاد اسلامی واحد تهران جنوب

گزارش سمینار درس بینایی ماشین

کارشناسی ارشد رشته مهندسی پزشکی گرایش بیوالکتریک

**عنوان مقاله**

**Deep learning based detection of enlarged perivascular spaces on brain MRI**

نگارنده:

**فاطمه خلیلی**

بهار1403

چکیده

یادگیری عمیق در بسیاری از کاربردهای تصویربرداری عصبی موثر نشان داده شده است. با این حال، در بسیاری از سناریوها، تعداد توالی‌های تصویربرداری که اطلاعات مربوط به ضایعات بیماری عروق کوچک را ثبت می‌کنند برای پشتیبانی از تکنیک‌های مبتنی بر داده کافی نیست. علاوه بر این، مطالعات مبتنی بر کوهورت ممکن است همیشه مطلوب یا ضروری نباشد. توالی تصویربرداری برای تشخیص دقیق ضایعه بنابراین، تعیین اینکه کدام توالی تصویربرداری برای تشخیص دقیق ضروری است، ضروری است. این مطالعه یک چارچوب یادگیری عمیق را برای تشخیص فضاهای اطراف عروقی بزرگ (ePVS) معرفی می‌کند و هدف آن یافتن ترکیب بهینه توالی‌های MRI برای کمی‌سازی مبتنی بر یادگیری عمیق است.

ما یک U-Net سبک وزن موثر را که برای تشخیص ePVS تطبیق داده شده است، پیاده سازی کردیم و ترکیب های مختلف اطلاعات از توالی های MRI SWI، FLAIR، T1-weighted (T1W),T2 –weighted(T2W) , را به طور جامع بررسی کردیم. نتایج تجربی نشان داد که MRI ۲TW2 برای تشخیص دقیق ePVS مهم‌ترین است ترکیب SWI، FLAIR و T۱w MRI در شبکه عصبی عمیق بهبودهای جزئی در دقت داشت و منجر به بالاترین حساسیت و دقت (حساسیت = ۰.۸۲، دقت = ۰.۸۳) شد. روش پیشنهادی به دقت قابل مقایسه با حداقل هزینه زمانی در مقایسه با خواندن دستی دست یافت. خط لوله خودکار پیشنهادی خوانش قوی و با زمان کارآمد ePVS از اسکن‌های MR را امکان‌پذیر می‌کند و اهمیت T۲w MRI برای تشخیص ePVS و مزایای بالقوه استفاده از تصاویر چندوجهی را نشان می‌دهد. علاوه بر این، این مدل نقشه‌های کل مغزی از ePVS را ارائه می‌دهد که درک بهتری از همبستگی‌های بالینی آن‌ها را در مقایسه با روش‌های رتبه‌بندی بالینی تنها در چند ناحیه مغزی امکان‌پذیر می‌سازد.

کلید واژه MRI، یادگیری عمیق، فضای اطراف عروقی بزرگ شده است.

**فهرست مطالب**

فصل1:

1-1:دیتاست ها و داده های مقاله:

دیتاست های این مقاله به طورعمومی در دستری بود به حجم 58گیگ.

متاسفانه امکان دانلود دیتاست را نداشتم پس از داده های یکسان و رفرنس های دیگر برای پیاده سازی استفاده کردم به همین دلیل من از چندین دیتا ست متفاوت برای بررسی و پیاده سازی این مقاله استفاده کردم.

1-2:رفرنس ها یا مراجع

با توجه به رفرنس های مقاله دیتاهایی که استفاده شده ترکیبی از چند مقاله است.

بنابراین دیتاست مورد استفاده به شکل یکسان مورد استفاده نیست.

1-3:روش جست و جوی دیتاست ها در گیت هاب:

1\_ابتدا کلمات متناسب با مقاله و عنوان مقاله در گیت هاب سرچ شد.

2\_در مرحله دوم کلمات کلیدی مقاله در گیت هاب سرچ شد.

1)journaltoc\_analysis.py

#!/usr/bin/env python3

# -\*- coding: UTF-8 -\*-

from csv import DictReader, DictWriter

from os import path

import re

from time import sleep

import socket

import sys

from urllib.error import HTTPError, URLError

from urllib.request import urlopen, Request

JTOC\_METADATA\_RES = {

"jtoc\_id": re.compile("journaltocID\:\s\*(?P<jtoc\_id>\d+)"),

"jtoc\_title": re.compile("\<dc\:title\>(?P<jtoc\_title>.\*?)\<\/dc\:title\>"),

"jtoc\_publisher": re.compile("Publisher\:\s\*(?P<jtoc\_publisher>.\*?)\<br\>")

}

JOURNAL\_TYPE\_RES = {

"HYBRID": re.compile('title="Hybrid Journal. It can contain Open Access articles"'),

"OA": re.compile('title="This is an Open Access Journal"'),

"SUBSCRIPTION": re.compile('title="Subscription journal, but a few articles may be freely available"'),

"PARTIALLY\_FREE": re.compile('title="Partially Free or Hybrid journal."'),

"FREE": re.compile('title="Free journal"'),

"ERROR": re.compile("Article not found or there are no recent issues available for this journal")

}

DATA\_FILES = ["../../../data/apc\_de.csv", "../../../data/offsetting/offsetting.csv"]

JOURNALTOC\_RESULTS\_FILE = "journaltoc\_comparison.csv"

RESULTS\_FILE\_FIELDNAMES = ["journal\_full\_title", "publisher", "issns", "is\_hybrid", "in\_jtoc", "jtoc\_publisher", "jtoc\_title", "jtoc\_type"]

ISSN\_TYPES = ["issn", "issn\_print", "issn\_electronic", "issn\_l"]

BATCH\_SIZE = 1000

JTOCS\_USERNAME = "user@example.com"

def main():

analysed\_journals = {}

if path.isfile(JOURNALTOC\_RESULTS\_FILE):

with open(JOURNALTOC\_RESULTS\_FILE) as results:

reader = DictReader(results)

for line in reader:

title = line["journal\_full\_title"]

if title not in analysed\_journals:

analysed\_journals[title] = line

remaining\_journals = {}

for data\_file in DATA\_FILES:

with open(data\_file) as f:

reader = DictReader(f)

for line in reader:

title = line["journal\_full\_title"]

if title in analysed\_journals:

continue

if title not in remaining\_journals:

remaining\_journals[title] = {"journal\_full\_title": line["journal\_full\_title"], "publisher": line["publisher"], "is\_hybrid": line["is\_hybrid"], "issns": []}

for issn\_type in ISSN\_TYPES:

issn = line[issn\_type]

if issn not in remaining\_journals[title]["issns"] and oat.is\_wellformed\_ISSN(issn):

remaining\_journals[title]["issns"].append(issn)

is\_hybrid = line["is\_hybrid"]

if is\_hybrid in ["TRUE", "FALSE"] and is\_hybrid != remaining\_journals[title]["is\_hybrid"]:

remaining\_journals[title]["is\_hybrid"] = "FLIPPED"

msg = "{} unique journals found in OpenAPC and offsetting files, {} already analysed, {} remaining."

oat.print\_g(msg.format(len(remaining\_journals) + len(analysed\_journals), len(analysed\_journals), len(remaining\_journals)))

count = 0

for title, fields in remaining\_journals.items():

count += 1

entry = {field: None for field in RESULTS\_FILE\_FIELDNAMES}

entry["journal\_full\_title"] = title

for key in ["publisher", "is\_hybrid"]:

entry[key] = fields[key]

entry["issns"] = "|".join(fields["issns"])

msg = 'Analysing journal "{}" ({}), OpenAPC hybrid status is {}...'

msg = msg.format(entry["journal\_full\_title"], entry["issns"], entry["is\_hybrid"])

oat.print\_b(msg)

for issn in fields["issns"]:

oat.print\_y("Looking up ISSN " + issn + "...")

jtoc\_metadata = get\_jtoc\_metadata(issn)

if jtoc\_metadata["jtoc\_id"] is not None:

entry["in\_jtoc"] = "TRUE"

for key in ["jtoc\_publisher", "jtoc\_title"]:

entry[key] = jtoc\_metadata[key]

journal\_type = get\_jtoc\_journal\_type(jtoc\_metadata["jtoc\_id"])

entry["jtoc\_type"] = journal\_type

msg = 'Journal found ("{}"), JournalTOCs type is {}'

oat.print\_g(msg.format(entry["jtoc\_title"], entry["jtoc\_type"]))

break

else:

oat.print\_r("None of the associated ISSNS found in JTOCs!")

entry["in\_jtoc"] = "FALSE"

analysed\_journals[title] = entry

if count < BATCH\_SIZE:

sleep(2)

else:

break

with open(JOURNALTOC\_RESULTS\_FILE, "w") as res\_file:

writer = DictWriter(res\_file, fieldnames=RESULTS\_FILE\_FIELDNAMES)

writer.writeheader()

for \_, entry in analysed\_journals.items():

writer.writerow(entry)

def get\_jtoc\_metadata(issn, retries=0):

api\_url = "http://www.journaltocs.ac.uk/api/journals/"

user\_param = "?user=" + JTOCS\_USERNAME

url = api\_url + issn + user\_param

req = Request(url)

try:

response = urlopen(req, timeout=5)

content = response.read().decode("utf8")

results = {}

for key, regex in JTOC\_METADATA\_RES.items():

match = regex.search(content)

if match:

results[key] = match.groupdict()[key]

else:

results[key] = None

return results

except socket.timeout:

if retries <= 3:

print ("Socket timeout, retrying (" + str(retries) + ")")

return get\_jtoc\_metadata(issn, retries + 1)

return None

except ConnectionResetError:

if retries <= 3:

print ("ConnectionResetError, retrying (" + str(retries) + ")")

return get\_jtoc\_metadata(issn, retries + 1)

return None

except HTTPError as httpe:

print("HTTPError: {} - {}".format(httpe.code, httpe.reason))

return None

except URLError as urle:

print("URLError: {}".format(urle.reason))

return None

def get\_jtoc\_journal\_type(jtoc\_id, retries=0):

api\_url = "http://www.journaltocs.ac.uk/index.php?journalID="

url = api\_url + jtoc\_id

req = Request(url)

try:

response = urlopen(req, timeout=5)

content = response.read().decode("utf8")

for journal\_type, re in JOURNAL\_TYPE\_RES.items():

match = re.search(content)

if match:

return journal\_type

raise Exception("Error: No RE matched for journal at " + url)

return None

except socket.timeout:

if retries <= 3:

print ("Socket timeout, retrying (" + str(retries) + ")")

return get\_jtoc\_journal\_type(jtoc\_id, retries + 1)

return None

except ConnectionResetError:

if retries <= 3:

print ("ConnectionResetError, retrying (" + str(retries) + ")")

return get\_jtoc\_journal\_type(jtoc\_id, retries + 1)

return None

except HTTPError as httpe:

print("HTTPError: {} - {}".format(httpe.code, httpe.reason))

return None

except URLError as urle:

print("URLError: {}".format(urle.reason))

return None

if \_\_name\_\_ == '\_\_main\_\_':

sys.path.append(path.dirname(path.dirname(path.dirname(path.abspath(\_\_file\_\_)))))

import openapc\_toolkit as oat

main()

2) gates\_foundation\_preprocessing.py

#!/usr/bin/env python3

# -\*- coding: UTF-8 -\*-

import argparse

import csv

import datetime

import json

from os import path

import sys

from urllib.error import HTTPError, URLError

ARG\_HELP\_STRINGS = {

"source\_file": "The csv input file",

"doi\_file": "The additional report containing a PublicationID -> DOI mapping",

"exchange\_rates\_cache\_file": "An optional cache file for ECB exchange rates",

"no\_decorations": "Do not use ANSI coded colors in console output"

}

EXCHANGE\_RATES\_CACHE = {}

EXCHANGE\_RATES\_CACHE\_FILE = None

DELETE\_REASONS = {}

OUTPUT\_FIELDS = ["Publisher", "Journal title", "Currency", "APC", "Date Payment Completed",

"institution", "period", "euro", "doi", "is\_hybrid"]

NO\_DECORATIONS = False

def delete\_line(line\_dict, reason):

\_print("r", " - " + reason + ", line deleted")

if reason not in DELETE\_REASONS:

DELETE\_REASONS[reason] = 1

else:

DELETE\_REASONS[reason] += 1

for key in line\_dict:

line\_dict[key] = ""

def line\_as\_list(line\_dict):

return [line\_dict[field] for field in FIELDNAMES[FORMAT]]

def is\_zero\_value(string):

number = float(string)

return number == 0.0

def is\_valid\_date(date\_match\_obj):

gd = date\_match\_obj.groupdict()

if gd["year"] is None or gd["month"] is None or gd["day"] is None:

return False

try:

date = datetime.datetime(int(gd["year"]), int(gd["month"]), int(gd["day"]))

if date > datetime.datetime.now():

return False

return True

except ValueError:

return False

def shutdown():

\_print("r", "Updating exchange rates cache...")

with open(EXCHANGE\_RATES\_CACHE\_FILE, "w") as f:

f.write(json.dumps(EXCHANGE\_RATES\_CACHE, sort\_keys=True, indent=4, separators=(',', ': ')))

f.flush()

\_print("r", "Done.")

sys.exit()

def \_print(color, s):

if color in ["r", "y", "g", "b"] and not NO\_DECORATIONS:

getattr(oat, "print\_" + color)(s)

else:

print(s)

def get\_exchange\_rate(currency, date):

if currency not in EXCHANGE\_RATES\_CACHE:

EXCHANGE\_RATES\_CACHE[currency] = {}

if not len(EXCHANGE\_RATES\_CACHE[currency]):

try:

rates = oat.get\_euro\_exchange\_rates(currency)

EXCHANGE\_RATES\_CACHE[currency] = rates

except HTTPError as httpe:

\_print("r", "HTTPError while querying the ECB data warehouse: " + httpe.reason)

shutdown()

except URLError as urle:

\_print("r", "URLError while querying the ECB data warehouse: " + urle.reason)

shutdown()

except ValueError as ve:

\_print("r", "ValueError while querying the ECB data warehouse: " + ve.reason)

shutdown()

# The ECB does not report exchange rate for all dates due to weekends/holidays. We have

# consider some days in advance to find the next possible data in some cases.

for i in range(6):

future\_day = date + datetime.timedelta(days=i)

search\_day = future\_day.strftime("%Y-%m-%d")

if search\_day in EXCHANGE\_RATES\_CACHE[currency]:

\_print("y", " [Exchange rates: Cached value used]")

if i > 0:

msg = " [Exchange rates: No rate found for date {}, used value for {} instead]"

\_print("y", msg.format(date, search\_day))

return EXCHANGE\_RATES\_CACHE[currency][search\_day]

\_print("r", "Error during Exchange rates lookup: No rate for " + date.strftime("%Y-%m-%d") + " or any following day!")

shutdown()

def calculate\_euro\_value(line):

date\_string = line["Date Payment Completed"]

date = datetime.datetime.strptime(date\_string, "%Y-%m-%dT%H:%M:%S.%f%z")

apc\_value = line["APC"]

if not is\_zero\_value(apc\_value):

currency = line["Currency"].strip()

if currency == "EUR":

line["euro"] = apc\_value

msg = " - Created euro field ('{}') by using the value in 'APC' directly since the currency is EUR"

\_print("g", msg.format(apc\_value))

else:

rate = get\_exchange\_rate(currency, date)

euro\_value = round(float(apc\_value) / float(rate), 2)

line["euro"] = str(euro\_value)

msg = " - Created euro field ('{}') by dividing the value in 'APC' ({}) by {} (EUR -> {} conversion rate on {}) [ECB]"

msg = msg.format(euro\_value, apc\_value, rate, currency, date.strftime("%Y-%m-%d"))

\_print("g", msg)

else:

delete\_line(line, "APC value is zero")

def main():

global EXCHANGE\_RATES\_CACHE, EXCHANGE\_RATES\_CACHE\_FILE, NO\_DECORATIONS

parser = argparse.ArgumentParser()

parser.add\_argument("source\_file", help=ARG\_HELP\_STRINGS["source\_file"])

parser.add\_argument("doi\_file", help=ARG\_HELP\_STRINGS["doi\_file"])

parser.add\_argument("-c", "--exchange\_rates\_cache\_file", help=ARG\_HELP\_STRINGS["exchange\_rates\_cache\_file"], default="\_exchange\_rates\_cache.json")

parser.add\_argument("-n", "--no-decorations", help=ARG\_HELP\_STRINGS["no\_decorations"], action="store\_true")

args = parser.parse\_args()

NO\_DECORATIONS = args.no\_decorations

EXCHANGE\_RATES\_CACHE\_FILE = args.exchange\_rates\_cache\_file

if path.isfile(args.exchange\_rates\_cache\_file):

with open(EXCHANGE\_RATES\_CACHE\_FILE, "r") as f:

try:

EXCHANGE\_RATES\_CACHE = json.loads(f.read())

except ValueError:

\_print("r", "Could not decode a cache structure from " + EXCHANGE\_RATES\_CACHE\_FILE + ", starting with an empty cache.")

doi\_mappings = {}

with open(args.doi\_file, "r") as doi\_file:

reader = csv.DictReader(doi\_file)

for line in reader:

pub\_id = line["PublicationID"]

doi\_mappings[pub\_id] = line["DOI"]

f = open(args.source\_file, "r", encoding="utf-8")

reader = csv.DictReader(f)

modified\_content = [list(OUTPUT\_FIELDS)]

line\_num = 1

for line in reader:

line\_num += 1

line["institution"] = "Bill & Melinda Gates Foundation"

line["period"] = ""

line["is\_hybrid"] = ""

line["euro"] = ""

line["doi"] = doi\_mappings.get(line["PublicationID"], "")

\_print("b", "--- Analysing line " + str(line\_num) + " ---")

# DOI check

if len(line["doi"].strip()) == 0:

delete\_line(line, "Empty DOI")

modified\_content.append([line[field] for field in OUTPUT\_FIELDS])

continue

# period field generation

date\_string = line["Date Payment Completed"]

date = datetime.datetime.strptime(date\_string, "%Y-%m-%dT%H:%M:%S.%f%z")

line["period"] = str(date.year)

# euro field generation

calculate\_euro\_value(line)

modified\_content.append([line[field] for field in OUTPUT\_FIELDS])

with open('out.csv', 'w') as out:

writer = oat.OpenAPCUnicodeWriter(out, None, False, True)

writer.write\_rows(modified\_content)

print("\n\nPreprocessing finished, deleted articles overview:")

sorted\_reasons = sorted(DELETE\_REASONS.items(), key=lambda x: x[1])

sorted\_reasons.reverse()

for item in sorted\_reasons:

\_print("r", item[0].ljust(72) + str(item[1]))

\_print("r,", "-------------------------------------------------")

\_print("r", "Total".ljust(72) + str(sum(DELETE\_REASONS.values())))

shutdown()

if \_\_name\_\_ == '\_\_main\_\_' and \_\_package\_\_ is None:

sys.path.append(path.dirname(path.dirname(path.dirname(path.dirname(path.abspath(\_\_file\_\_))))))

import openapc\_toolkit as oat

main()

# **3) jisc\_preprocessing.py**

#!/usr/bin/env python3

# -\*- coding: UTF-8 -\*-

import argparse

import csv

import datetime

import json

from os import path

import re

import sys

from urllib.error import HTTPError, URLError

ARG\_HELP\_STRINGS = {

"source\_file": "The jisc csv file",

"exchange\_rates\_cache\_file": "An optional cache file for ECB exchange rates",

"no\_decorations": "Do not use ANSI coded colors in console output",

"jisc\_file\_format": "The format type of the Jisc input file"

}

FIELDNAMES = {

"2014\_16": {

"article": [

"APC paid (actual currency) including VAT if charged",

"APC paid (£) including VAT (calculated)",

"APC paid (£) including VAT if charged",

"Currency of APC",

"DOI",

"Date of APC payment",

"Date of initial application by author",

"ISSN0",

"Institution",

"Journal",

"Licence",

"PubMed Central (PMC) ID",

"PubMed ID",

"Publisher",

"TCO year",

"Type of publication",

"Drop?",

"Year of publication",

"period",

"is\_hybrid",

"euro"

],

"book": [

"Line number",

"APC paid (actual currency) including VAT if charged",

"APC paid (£) including VAT (calculated)",

"APC paid (£) including VAT if charged",

"Article title",

"Currency of APC",

"DOI",

"Date of APC payment",

"Date of initial application by author",

"Institution",

"Journal",

"Licence",

"Publisher",

"TCO year",

"Type of publication",

"Year of publication",

"period",

"euro",

"ISBN"

]

},

"2017": {

"article": [

"APC paid (£) including VAT if charged",

"DOI",

"Date of APC payment",

"ISSN0",

"Institution",

"Journal",

"Licence",

"PubMed ID",

"Publisher",

"TCO year",

"Type of publication",

"Drop?",

"Period of APC payment",

"period",

"is\_hybrid",

"euro"

],

"book": [

"Line number",

"APC paid (£) including VAT if charged",

"Article title",

"DOI",

"Date of APC payment",

"Institution",

"Journal",

"Licence",

"Publisher",

"TCO year",

"Type of publication",

"Period of APC payment",

"period",

"euro",

"ISBN"

]

},

"2018": {

"article": [

"Institution",

"Date of acceptance",

"PubMed ID",

"DOI",

"Publisher",

"Journal",

"Type of publication",

"Date of publication",

"Date of APC payment",

"APC paid (£) including VAT if charged",

"period",

"is\_hybrid",

"euro"

],

"book": [

"Line number",

"Institution",

"Date of acceptance",

"DOI",

"Publisher",

"Journal",

"Type of publication",

"Article title",

"Date of publication",

"Date of APC payment",

"APC paid (£) including VAT if charged",

"period",

"euro",

"ISBN"

]

}

}

PUBLICATION\_TYPES\_BL = [

"Book chapter",

"Book edited",

"Conference Paper/Proceeding/Abstract",

"Letter"

]

PUBLICATION\_TYPES\_BOOKS = [

"Book",

"Monograph"

]

DATE\_DAY\_RE = {

"2014\_16": re.compile("(?P<year>[0-9]{4})-?(?P<month>[0-9]{2})?-?(?P<day>[0-9]{2})?"),

"2017": re.compile("(?P<year>[0-9]{4})-?(?P<month>[0-9]{2})?-?(?P<day>[0-9]{2})?"),

"2018": re.compile("(?P<month>[0-9]{1,2})/(?P<day>[0-9]{1,2})/(?P<year>[0-9]{4})")

}

DATE\_STRPTIME = {

"2014\_16": "%Y-%m-%d",

"2017": "%Y-%m-%d",

"2018": "%m/%d/%Y"

}

PERIOD\_FIELD\_SOURCE = {

"2014\_16": [

"Date of APC payment",

"Year of publication",

"Date of initial application by author",

"TCO year"

],

"2017": [

"Date of APC payment",

"Period of APC payment",

"TCO year"

],

"2018": [

"Date of APC payment",

"Date of publication",

"Date of acceptance"

]

}

EXCHANGE\_RATES\_CACHE = {}

EXCHANGE\_RATES\_CACHE\_FILE = None

DELETE\_REASONS = {}

CURRENT\_YEAR = 2017

#CURRENT\_YEAR = datetime.datetime.now().year

NO\_DECORATIONS = False

def delete\_line(line\_dict, reason):

\_print("r", " - " + reason + ", line deleted")

if reason not in DELETE\_REASONS:

DELETE\_REASONS[reason] = 1

else:

DELETE\_REASONS[reason] += 1

for key in line\_dict:

line\_dict[key] = ""

def line\_as\_list(line\_dict, pub\_type):

return [line\_dict[field] for field in FIELDNAMES[FORMAT][pub\_type]]

def is\_money\_value(string):

try:

number = float(string)

return number > 0

except ValueError:

return False

def is\_valid\_date(date\_match\_obj):

gd = date\_match\_obj.groupdict()

if gd["year"] is None or gd["month"] is None or gd["day"] is None:

return False

try:

date = datetime.datetime(int(gd["year"]), int(gd["month"]), int(gd["day"]))

if date > datetime.datetime.now():

return False

return True

except ValueError:

return False

def shutdown():

\_print("r", "Updating exchange rates cache...")

with open(EXCHANGE\_RATES\_CACHE\_FILE, "w") as f:

f.write(json.dumps(EXCHANGE\_RATES\_CACHE, sort\_keys=True, indent=4, separators=(',', ': ')))

f.flush()

\_print("r", "Done.")

sys.exit()

def \_print(color, s):

if color in ["r", "y", "g", "b"] and not NO\_DECORATIONS:

getattr(oat, "print\_" + color)(s)

else:

print(s)

def get\_exchange\_rate(currency, frequency, date, jisc\_format):

if currency not in EXCHANGE\_RATES\_CACHE:

EXCHANGE\_RATES\_CACHE[currency] = {}

if frequency not in EXCHANGE\_RATES\_CACHE[currency]:

EXCHANGE\_RATES\_CACHE[currency][frequency] = {}

if not len(EXCHANGE\_RATES\_CACHE[currency][frequency]):

try:

rates = oat.get\_euro\_exchange\_rates(currency, frequency)

EXCHANGE\_RATES\_CACHE[currency][frequency] = rates

except HTTPError as httpe:

\_print("r", "HTTPError while querying the ECB data warehouse: " + httpe.reason)

shutdown()

except URLError as urle:

\_print("r", "URLError while querying the ECB data warehouse: " + urle.reason)

shutdown()

except ValueError as ve:

\_print("r", "ValueError while querying the ECB data warehouse: " + ve.reason)

shutdown()

if frequency == "D":

# The ECB does not report exchange rate for all dates due to weekends/holidays. We have

# consider some days in advance to find the next possible data in some cases.

day = datetime.datetime.strptime(date, DATE\_STRPTIME[jisc\_format])

for i in range(6):

future\_day = day + datetime.timedelta(days=i)

search\_day = future\_day.strftime("%Y-%m-%d")

if search\_day in EXCHANGE\_RATES\_CACHE[currency][frequency]:

\_print("y", " [Exchange rates: Cached value used]")

if i > 0:

msg = " [Exchange rates: No rate found for date {}, used value for {} instead]"

\_print("y", msg.format(date, search\_day))

return EXCHANGE\_RATES\_CACHE[currency][frequency][search\_day]

\_print("r", "Error during Exchange rates lookup: No rate for " + date + " or any following day!")

shutdown()

else:

return EXCHANGE\_RATES\_CACHE[currency][frequency][date]

def calculate\_euro\_value(line, jisc\_format):

payment\_date = line["Date of APC payment"]

date\_match = DATE\_DAY\_RE[jisc\_format].match(payment\_date)

if jisc\_format in ["2017", "2018"]:

apc\_pound = line["APC paid (£) including VAT if charged"]

field\_used\_for\_pound\_value = "APC paid (£) including VAT if charged"

elif jisc\_format == "2014\_16":

apc\_orig = line["APC paid (actual currency) including VAT if charged"]

apc\_pound = ""

field\_used\_for\_pound\_value = ""

for field in ["APC paid (£) including VAT (calculated)", "APC paid (£) including VAT if charged"]:

if is\_money\_value(line[field]):

apc\_pound = line[field]

field\_used\_for\_pound\_value = field

break

if is\_money\_value(apc\_orig):

currency = line["Currency of APC"].strip()

if currency == "EUR":

line["euro"] = apc\_orig

msg = " - Created euro field ('{}') by using the value in 'APC paid (actual currency) including VAT if charged' directly since the currency is EUR"

\_print("g", msg.format(apc\_orig))

elif len(currency) == 3:

if date\_match and is\_valid\_date(date\_match):

rate = get\_exchange\_rate(currency, "D", payment\_date, jisc\_format)

euro\_value = round(float(apc\_orig) / float(rate), 2)

line["euro"] = str(euro\_value)

msg = " - Created euro field ('{}') by dividing the value in 'APC paid (actual currency) including VAT if charged' ({}) by {} (EUR -> {} conversion rate on {}) [ECB]"

msg = msg.format(euro\_value, apc\_orig, rate, currency, payment\_date)

\_print("g", msg)

else:

year = line["period"]

if int(year) >= CURRENT\_YEAR:

del\_msg = "period ({}) too recent to determine average yearly conversion rate".format(year)

delete\_line(line, del\_msg)

return

try:

rate = get\_exchange\_rate(currency, "A", year, jisc\_format)

except KeyError:

\_print("r", "KeyError: An average yearly conversion rate is missing (" + currency + ", " + year + ")")

shutdown()

euro\_value = round(float(apc\_orig) / float(rate), 2)

line["euro"] = str(euro\_value)

msg = " - Created euro field ('{}') by dividing the value in 'APC paid (actual currency) including VAT if charged' ({}) by {} (avg EUR -> {} conversion rate in {}) [ECB]"

msg = msg.format(euro\_value, apc\_orig, rate, currency, year)

\_print("g", msg)

if line["euro"] == "" and is\_money\_value(apc\_pound):

if date\_match and is\_valid\_date(date\_match):

rate = get\_exchange\_rate("GBP", "D", payment\_date, jisc\_format)

euro\_value = round(float(apc\_pound) / float(rate), 2)

line["euro"] = str(euro\_value)

msg = " - Created euro field ('{}') by dividing the value in '{}' ({}) by {} (EUR -> GBP conversion rate on {}) [ECB]"

msg = msg.format(euro\_value, field\_used\_for\_pound\_value, apc\_pound, rate, payment\_date)

\_print("g", msg)

else:

year = line["period"]

if int(year) > CURRENT\_YEAR:

del\_msg = "period ({}) too recent to determine average yearly conversion rate".format(year)

delete\_line(line, del\_msg)

return

try:

rate = get\_exchange\_rate("GBP", "A", year, jisc\_format)

except KeyError:

\_print("r", "KeyError: An average yearly conversion rate is missing (GBP, " + year + ")")

shutdown()

euro\_value = round(float(apc\_pound) / float(rate), 2)

line["euro"] = str(euro\_value)

msg = " - Created euro field ('{}') by dividing the value in '{}' ({}) by {} (avg EUR -> GBP conversion rate in {}) [ECB]"

msg = msg.format(euro\_value, field\_used\_for\_pound\_value, apc\_pound, rate, year)

\_print("g", msg)

if line["euro"] == "":

delete\_line(line, "Unable to properly calculate a converted euro value")

def main():

global EXCHANGE\_RATES\_CACHE, EXCHANGE\_RATES\_CACHE\_FILE, NO\_DECORATIONS, FORMAT

parser = argparse.ArgumentParser()

parser.add\_argument("source\_file", help=ARG\_HELP\_STRINGS["source\_file"])

parser.add\_argument("jisc\_file\_format", choices=list(FIELDNAMES), help=ARG\_HELP\_STRINGS["jisc\_file\_format"])

parser.add\_argument("-c", "--exchange\_rates\_cache\_file", help=ARG\_HELP\_STRINGS["exchange\_rates\_cache\_file"], default="\_exchange\_rates\_cache.json")

parser.add\_argument("-n", "--no-decorations", help=ARG\_HELP\_STRINGS["no\_decorations"], action="store\_true")

args = parser.parse\_args()

NO\_DECORATIONS = args.no\_decorations

EXCHANGE\_RATES\_CACHE\_FILE = args.exchange\_rates\_cache\_file

FORMAT = args.jisc\_file\_format

if path.isfile(args.exchange\_rates\_cache\_file):

with open(EXCHANGE\_RATES\_CACHE\_FILE, "r") as f:

try:

EXCHANGE\_RATES\_CACHE = json.loads(f.read())

except ValueError:

\_print("r", "Could not decode a cache structure from " + EXCHANGE\_RATES\_CACHE\_FILE + ", starting with an empty cache.")

f = open(args.source\_file, "r", encoding="utf-8")

reader = csv.DictReader(f)

article\_content = [list(FIELDNAMES[FORMAT]["article"])]

book\_content = [list(FIELDNAMES[FORMAT]["book"])]

empty\_article\_line = ["" for i in range(len(FIELDNAMES[FORMAT]["article"]))]

empty\_book\_line = ["" for i in range(len(FIELDNAMES[FORMAT]["book"]))]

for line in reader:

line["period"] = ""

line["euro"] = ""

line["Journal"] = line["Journal"].replace("\n", " ")

\_print("b", "--- Analysing line " + str(reader.line\_num) + " ---")

is\_book = False

pub\_type = line["Type of publication"]

if pub\_type in PUBLICATION\_TYPES\_BOOKS:

line["Line number"] = str(reader.line\_num)

line["ISBN"] = ""

is\_book = True

else:

line["is\_hybrid"] = ""

# Publication blacklist checking

if pub\_type in PUBLICATION\_TYPES\_BL and not is\_book:

delete\_line(line, "Blacklisted pub type ('" + pub\_type + "')")

article\_content.append(list(empty\_article\_line))

continue

# DOI checking

if len(line["DOI"].strip()) == 0 and not is\_book:

delete\_line(line, "Empty DOI")

article\_content.append(list(empty\_article\_line))

continue

# Drop checking

if "Drop?" in FIELDNAMES[FORMAT]["article"] and line["Drop?"] == "1":

delete\_line(line, "Drop mark found")

article\_content.append(list(empty\_article\_line))

continue

# period field generation

for source\_field in PERIOD\_FIELD\_SOURCE[FORMAT]:

content = line[source\_field].strip()

match = DATE\_DAY\_RE[FORMAT].match(content)

if match:

year = match.groupdict()["year"]

if int(year) > CURRENT\_YEAR:

continue

line["period"] = year

msg = " - Created period field ('{}') by parsing value '{}' in column '{}'".format(year, content, source\_field)

\_print("g", msg)

break

else:

delete\_line(line, "Unable to determine payment date for period column")

article\_content.append(list(empty\_article\_line))

continue

# euro field generation

calculate\_euro\_value(line, FORMAT)

if is\_book:

if line["Line number"] != "":

book\_content.append(line\_as\_list(line, "book"))

delete\_line(line, "Book content (extracted to separate file)")

article\_content.append(list(empty\_article\_line))

else:

article\_content.append(line\_as\_list(line, "article"))

with open('out.csv', 'w') as out:

writer = oat.OpenAPCUnicodeWriter(out, None, False, True)

writer.write\_rows(article\_content)

with open('out\_books.csv', 'w') as out:

writer = oat.OpenAPCUnicodeWriter(out, None, False, True)

writer.write\_rows(book\_content)

print("\n\nPreprocessing finished, deleted articles overview:")

sorted\_reasons = sorted(DELETE\_REASONS.items(), key=lambda x: x[1])

sorted\_reasons.reverse()

for item in sorted\_reasons:

\_print("r", item[0].ljust(72) + str(item[1]))

\_print("r,", "-------------------------------------------------")

\_print("r", "Total".ljust(72) + str(sum(DELETE\_REASONS.values())))

shutdown()

if \_\_name\_\_ == '\_\_main\_\_' and \_\_package\_\_ is None:

sys.path.append(path.dirname(path.dirname(path.dirname(path.dirname(path.abspath(\_\_file\_\_))))))

import openapc\_toolkit as oat

main()

**4) norway\_preprocessing.py**

#!/usr/bin/python

# -\*- coding: UTF-8 -\*-

import argparse

from os import path

import sys

AVG\_YEARLY\_CONVERSION\_RATES = {

"2015": 0.1119,

"2016": 0.1077

}

def main():

parser = argparse.ArgumentParser()

parser.add\_argument("source\_file")

args = parser.parse\_args()

result = oat.analyze\_csv\_file(args.source\_file, 500)

if result["success"]:

csv\_analysis = result["data"]

print csv\_analysis

else:

print result["error\_msg"]

sys.exit()

dialect = csv\_analysis.dialect

csv\_file = open(args.source\_file, "r")

reader = oat.UnicodeDictReader(csv\_file, dialect=dialect)

fieldnames = reader.reader.fieldnames

modified\_content = [fieldnames]

for line in reader:

rate = AVG\_YEARLY\_CONVERSION\_RATES[line["Year"]]

euro\_value = float(line["APC in NOK"]) \* rate

line["APC in NOK"] = str(round(euro\_value, 2))

line\_as\_list = [line[field] for field in fieldnames]

modified\_content.append(line\_as\_list)

csv\_file.close()

with open('out.csv', 'w') as out:

quotemask = [False, True, True, True, True, True, False, True, False]

writer = oat.OpenAPCUnicodeWriter(out, quotemask, False, True)

writer.write\_rows(modified\_content)

if \_\_name\_\_ == '\_\_main\_\_' and \_\_package\_\_ is None:

sys.path.append(path.dirname(path.dirname(path.dirname(path.dirname(path.abspath(\_\_file\_\_))))))

import openapc\_toolkit as oat

main()

**5) openapc-se\_preprocessing.py**

#!/usr/bin/env python3

# -\*- coding: UTF-8 -\*-

import argparse

from os import path

import sys

ARG\_HELP\_STRINGS = {

"apc\_se\_file": 'Path to the openapc-se core data file (usually named "apc\_se.csv")',

"org\_acronym\_file": 'Path to the openapc-se institutional acronym mapping table (usually ' +

'named "org\_acronym\_name\_map.tsv")',

"transagree\_file": 'Path to the openapc-de transformative agreements file',

"duplicates\_file": 'Path to the openapc-de unresolved duplicates file'

}

INSTITUTIONAL\_MAPPINGS = {}

TRANSAGREE\_DOIS = []

DUPLICATES\_DOIS = []

EMPTY\_LINE = ["" for x in range(18)]

QUOTE\_MASK = [True, False, False, True, True, True, True, True, True, True, True, True, True,

True, True, True, True, True]

def main():

parser = argparse.ArgumentParser()

parser.add\_argument("apc\_se\_file", help=ARG\_HELP\_STRINGS["apc\_se\_file"])

parser.add\_argument("org\_acronym\_file", help=ARG\_HELP\_STRINGS["org\_acronym\_file"])

parser.add\_argument("transagree\_file", help=ARG\_HELP\_STRINGS["transagree\_file"])

parser.add\_argument("duplicates\_file", help=ARG\_HELP\_STRINGS["duplicates\_file"])

args = parser.parse\_args()

\_, acronyms = oat.get\_csv\_file\_content(args.org\_acronym\_file, "utf-8", True)

for line in acronyms:

INSTITUTIONAL\_MAPPINGS[line[0]] = line[1]

oat.print\_b("Loading transformative agreements file...")

\_, transagree\_content = oat.get\_csv\_file\_content(args.transagree\_file, "utf-8", True)

for line in transagree\_content:

doi = line[3]

if oat.has\_value(doi):

TRANSAGREE\_DOIS.append(line[3])

oat.print\_b("Done, " + str(len(TRANSAGREE\_DOIS)) + " DOIs extracted from transformative agreements file.")

oat.print\_b("Loading unresolved duplicates file...")

\_, duplicates\_content = oat.get\_csv\_file\_content(args.duplicates\_file, "utf-8", True)

for line in duplicates\_content:

doi = line[3]

if oat.has\_value(doi) and doi not in DUPLICATES\_DOIS:

DUPLICATES\_DOIS.append(doi)

oat.print\_b("Done, " + str(len(DUPLICATES\_DOIS)) + " unique DOIs extracted from unresolved duplicates file.")

apc\_se\_header, apc\_se\_content = oat.get\_csv\_file\_content(args.apc\_se\_file, "latin1", True)

stats = {

"offsetting\_duplicates": 0,

"unresolved\_duplicates": 0,

"no\_positive\_euro\_value": 0

}

modified\_content = []

for line in apc\_se\_content:

if line[3] in TRANSAGREE\_DOIS:

modified\_content.append(list(EMPTY\_LINE))

stats["offsetting\_duplicates"] += 1

continue

if line[3] in DUPLICATES\_DOIS:

modified\_content.append(list(EMPTY\_LINE))

stats["unresolved\_duplicates"] += 1

continue

euro = float(line[2])

if not euro > 0:

modified\_content.append(list(EMPTY\_LINE))

stats["no\_positive\_euro\_value"] += 1

continue

try:

line[0] = INSTITUTIONAL\_MAPPINGS[line[0]]

modified\_content.append(line)

except KeyError:

oat.print\_r("Error: No mapping found for institutional acronym '" + line[0] + "'!")

sys.exit()

print(modified\_content[0:100])

with open("apc\_se\_preprocessed.csv", "w") as f:

writer = oat.OpenAPCUnicodeWriter(f, QUOTE\_MASK, True, True)

writer.write\_rows(apc\_se\_header + modified\_content)

msg = "Preprocessed file written, {} offsetting duplicates removed, {} zero-cost articles removed, {} articles marked as unresolved duplicates removed."

oat.print\_g(msg.format(stats["offsetting\_duplicates"], stats["no\_positive\_euro\_value"], stats["unresolved\_duplicates"]))

if \_\_name\_\_ == '\_\_main\_\_' and \_\_package\_\_ is None:

sys.path.append(path.dirname(path.dirname(path.dirname(path.dirname(path.abspath(\_\_file\_\_))))))

import openapc\_toolkit as oat

main()